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# Что такое класс

Класс определяет форму и сущность объекта и является логической конструкцией, на основе которой построен весь язык Java. Наиболее важная особенность класса состоит в том, что он определяет новый тип данных, которым можно воспользоваться для создания объектов этого типа, т.е. класс — это шаблон (чертеж), по которому создаются объекты (экземпляры класса). Для определения формы и сущности класса указываются данные, которые он должен содержать, а также код, воздействующий на эти данные.

Если мы хотим работать в нашем приложении с документами, то необходимо для начала объяснить что такое документ, описать его в виде класса (чертежа) Document. Рассказать какие у него должны быть свойства: название, содержание, количество страниц, информация о том, кем он подписан и т.д. В этом же классе мы описываем что можно делать с документами: печатать в консоль, подписывать, изменять содержание, название и т.д. Результатом такого описания и будет наш класс Document. Однако это по-прежнему всего лишь чертеж. Если нам нужны конкретные документы, то необходимо создавать объекты: документ №1, документ №2, документ №3. Все эти документы будут иметь одну и ту же структуру (название, содержание, …), с ними можно выполнять одни и те же действия, НО наполнение будет разным (в первом документе содержится приказ о назначении работника на должность, во втором, о выдаче премии отделу разработки и т.д.).

|  |
| --- |
| **Заметка.** Приведенный пример является абстрактным, и нет необходимости говорить о том, что структура таких документов будет совершенно разной. |

Посмотрим на упрощенную форму объявления класса:

|  |
| --- |
| модификатор\_доступа class имя\_класса {  модификатор\_доступа тип\_переменной имя\_поля; // первое поле  модификатор\_доступа тип\_переменной имя\_поля; // второе поле  // ...  модификатор\_доступа тип\_переменной имя\_поля; // n-е поле  модификатор\_доступа имя\_коструктора(список\_аргументов) {  // ...  }  модификатор\_доступа тип\_метода имя\_метода(список\_аргументов) {  // тело метода  }  // ...  модификатор\_доступа тип\_метода имя\_метода(список\_аргументов) {  // тело метода  }  } |

Пример класса User (пользователь):

|  |
| --- |
| **public** **class** User {  **private** **int** id;  **private** String name;  **private** String position;  **private** **int** age;   **public** User(**int** id, String name, String position, **int** age) {  **this**.id = id;  **this**.name = name;  **this**.position = position;  **this**.age = age;  }   **public** **void** info() {  System.out.println(**"id: "** + id + **"; Имя пользователя: "** + name+ **"; Должность: "** + position + **"; Возраст: "** + age);  }   **public** **void** changePosition(String position) {  **this**.position = position;  System.out.println(**"Пользователь "** + name + **" получил новую должность: "** + position);  } } |

Как правило, переменные, объявленные в классе, описывают свойства будущих объектов, а методы - их поведение. Например, в классе User (пользователь) можно объявить переменные: int id, String name, String position, int age; которые говорят о том, что у пользователя есть идентификационный номер (id), имя (name), должность (position) и возраст (age). Методы info() и changePosition(), объявленные в классе User, означают что мы можем выводить информацию о нем в консоль (info) и изменять его должность (changePosition).

Переменные, объявленные в классе, называются полями экземпляра, каждый объект класса содержит собственные копии этих переменных, и изменение значения поля у одного объекта никак не повлияет на это же поле другого объекта.

|  |
| --- |
| **Важно!** Код должен содержаться либо в теле методов, либо в блоках инициализации и не может “висеть в воздухе”, как показано в следующем примере. |

|  |
| --- |
| **public class** User { *// ...*  **public void** info() { System.out.println("id: " + id + "; Имя пользователя: " + name + "; Должность: " + position + "; Возраст: " + age);} age++; *// Ошибка*  System.out.println(age); *// Ошибка* **public void** changePosition(String position) { **this**.position = position;  System.out.println("Пользователь " + name + " получил новую должность: " + position);  } } |

Поля экземпляра и методы, определённые в классе, называются членами класса. В большинстве классов действия над полями осуществляются через его методы.

# Первый класс

Представим, что нам необходимо работать в нашем приложении с котами. Java ничего не знает о том, что такое коты, поэтому нам необходимо создать новый класс (тип данных), и объяснить что же такое кот. Для этого начнем потихоньку прописывать класс Cat. Пусть у котов есть три свойства: name (кличка), color (цвет) и age (возраст); и они пока ничего не умеют делать.

|  |
| --- |
| **public** **class** Cat {  String name;  String color;  **int** age; } |

|  |
| --- |
| **Важно!** Имя класса должно совпадать с именем файла, в котором он объявлен, т.е. класс Cat должен находиться в файле Cat.java |

Итак, мы рассказали Java что такое коты, теперь если мы хотим создать в нашем приложении кота, следует воспользоваться следующим оператором.

|  |
| --- |
| Cat cat1 = **new** Cat(); |

Подробный разбор того, что происходит в этой строке, будет проведен в следующем пункте. Пока же нам достаточно знать, что мы создали объект типа Cat (экземпляр класса Cat), и для того чтобы с ним работать, положили его в переменную, которой присвоили имя cat1. На самом деле, в переменной не лежит весь объект, а только ссылка где его искать в памяти, но об этом позже.

Объект cat1 создан по “чертежу” Cat, и значит у него есть поля name, color, age, с которыми можно работать (получать или изменять их значения). Для доступа к полям объекта служит операция-точка, которая связывает имя объекта с именем поля. Например, чтобы присвоить полю color объекта cat1 значение “White”, нужно выполнить следующий оператор:

|  |
| --- |
| cat1.color = **"Белый"**; |

Операция-точка служит для доступа к полям и методам объекта по его имени. Рассмотрим пример консольного приложения, работающего с объектами класса Cat.

|  |
| --- |
| **public** **class** CatDemoApp {  **public** **static** **void** main(String[] args) {  Cat cat1 = **new** Cat();  Cat cat2 = **new** Cat();  cat1.name = **"Барсик"**;  cat1.color = **"Белый"**;  cat1.age = 4;  cat2.name = **"Мурзик"**;  cat2.color = **"Черный"**;  cat2.age = 6;  System.out.println(**"Кот1 имя: "** + cat1.name + **" цвет: "** + cat1.color + **" возраст: "** + cat1.age);  System.out.println(**"Кот2 имя: "** + cat2.name + **" цвет: "** + cat2.color + **" возраст: "** + cat2.age);  } } |

Результат работы программы:

|  |
| --- |
| Кот1 имя: Барсик цвет: Белый возраст: 4  Кот2 имя: Мурзик цвет: Черный возраст: 6 |

Вначале мы создали два объекта типа Cat: cat1 и cat2, соответственно они имеют одинаковый набор полей (name, color, age), однако каждому из них мы в эти поля записали разные значения. Как видно из результатом печати в консоле, изменение значения полей одного объекта, никак не влияет на значения полей другого объекта. Данные объектов cat1 и cat2 изолированы друг от друга.

# Создание объектов

Как создавать новые типы данных (классы) мы разобрались, мельком посмотрели и как создаются объекты наших классов. Давайте теперь поподробнее разберем как создавать объекты, и что при этом происходит.

Создание объекта проходит в два этапа. Сначала создается переменная, имеющая интересующий нас тип (в данном случае Cat), в нее мы сможем записать ссылку на будущий объект (поэтому при работе с классами и объектами мы говорим о ссылочных типах данных). Затем необходимо выделить память под наш объект, создать и положить объект в выделенную часть памяти, и сохранить ссылку на этот объект в памяти в нашу переменную.

|  |
| --- |
| **Заметка.** Область памяти, в которой создаются и хранятся объекты, называется кучей (heap). |

Для непосредственного создания объекта применяется оператор new, который резервирует память под объект и возвращает ссылку на него, в общих чертах эта ссылка представляет собой адрес объекта в памяти, зарезервированной оператором new.

|  |
| --- |
| public static void main(String[] args) {  Cat cat1;  cat1 = new Cat(); } |

В первой строке кода переменная cat1 объявляется как ссылка на объект типа Cat и пока ещё не ссылается на конкретный объект (первоначально значение переменной cat1 равно null). В следующей строке выделяется память для объекта типа Cat, и в переменную cat1 сохраняется ссылка на него. После выполнения второй строки кода переменную cat1 можно использовать так, как если бы она была объектом типа Cat. Обычно новый объект создается в одну строку (*Cat cat1 = new Cat()*), вместо двух строк из листинга выше.

## Подробное рассмотрение оператора new

Оператор new динамически выделяет память для нового объекта, общая форма применения этого оператора имеет следующий вид:

|  |
| --- |
| Имя\_класса имя\_переменной = new Имя\_класса(); |

Имя\_класса() в правой части выполняет вызов конструктора данного класса, который позволяет подготовить наш объект к работе.

Рассмотрим еще один пример, в котором создаются новые объекты.

|  |
| --- |
| public static void main(String[] args) {  Cat cat1 = new Cat();  Cat cat2 = cat1; } |

На первый взгляд может показаться, что переменной cat2 присваивается ссылка на копию объекта cat1, т.е. переменные cat1 и cat2 будут ссылаться на разные объекты в памяти. **Но это не так**. На самом деле cat1 и cat2 будут ссылаться на один и тот же объект. Присваивание переменной cat1 значения переменной cat2 не привело к выделению области памяти или копированию объекта, лишь к тому, что переменная cat2 ссылается на тот же объект, что и переменная cat1.

![](data:image/png;base64,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)

Таким образом, любые изменения, внесённые в объекте по ссылке cat2, окажут влияние на объект, на который ссылается переменная cat1, поскольку это один и тот же объект в памяти.

# Конструкторы

Давайте еще раз взглянем на один из предыдущих примеров.

|  |
| --- |
| **public** **class** CatDemoApp {  **public** **static** **void** main(String[] args) {  Cat cat1 = **new** Cat();  cat1.name = **"Барсик"**;  cat1.color = **"Белый"**;  cat1.age = 4;  System.out.println(**"Кот1 имя: "** + cat1.name + **" цвет: "** + cat1.color + **" возраст: "** + cat1.age);  } } |

Чтобы создать объект мы тратим одну строку кода (*Cat cat1 = new Cat()*). Поля этого объекта заполнятся автоматически значениями по-умолчанию (целочисленные - 0, логические - false, ссылочные - null и т.д.). Нам бы хотелось дать коту какое-то имя, указать его возраст и цвет, поэтому мы прописываем еще три строки кода. В таком подходе есть несколько недостатков: во-первых, мы напрямую обращаемся к полям объекта (чего не стоит делать, в соответствии с принципами инкапсуляции, о которых речь пойдет чуть позже), а во-вторых, если полей у класса будет намного больше, то для создания всего лишь одного объекта будет уходить 10-20+ строк кода, что очень неудобно. Было бы неплохо иметь возможность сразу при создании объекта указывать значения его полей.

Для инициализации объектов при создании в Java предназначены **конструкторы**. Имя конструктора обязательно должно совпадать с именем класса, а синтаксис аналогичен синтаксису метода. Если создать конструктор класса Cat как показано ниже, он автоматически будет вызываться при создании объекта.

|  |
| --- |
| **public** **class** Cat {  **private** String name;  **private** String color;  **private** **int** age;   **public** Cat() {  System.out.println(**"Это конструктор класса Cat"**) ;  name = **"Барсик"**;  color = **"Белый"**;  age = 2;  } }  **public** **class** MainClass {  **public** **static** **void** main(String[] args) {  Cat cat1 = **new** Cat();  } } |

Теперь, при создании объектов класса Cat, все коты будут иметь одинаковые имена, цвет и возраст (а именно, белый двухлетний Барсик).

|  |
| --- |
| **Заметка.** Еще раз обращаем внимание, что в строке Cat cat1 = **new** **Cat()**; подчеркнутая часть кода и есть вызов конструктора класса Cat. |

|  |
| --- |
| **Важно!** У классов **всегда** есть конструктор. Даже если вы не пропишите свою реализацию конструктора, то Java автоматически создаст пустой конструктор по-умолчанию. Для класса Cat, он будет выглядеть так:  **public** Cat() {  } |

## Параметризированные конструкторы

При использовании конструктора из предыдущего примера, все созданные коты будут одинаковыми, пока мы вручную не поменяем значения их полей. Чтобы можно было указывать начальные значения полей наших объектов необходимо создать параметризированный конструктор.

|  |
| --- |
| **Важная заметка!** В приведенном ниже примере, в аргументах конструктора используется нижнее подчеркивание \_, это сделано для упрощения понимания логики заполнения полей объекта. И в будущем будет заменено на более корректное использование ключевого слова this. |

|  |
| --- |
| **public** **class** Cat {  **private** String name;  **private** String color;  **private** **int** age;   **public** Cat(String \_name, String \_color, **int** \_age) {  name = \_name;  color = \_color;  age = \_age;  } } |

При такой форме конструктора, когда мы будем создавать кота, необходимо будет обязательно указать его имя, цвет и возраст. Набор полей, которые будут заполнены через конструктор, вы определяете сами, то есть вы не обязаны все поля, которые есть в классе записывать в аргументы конструктора.

|  |
| --- |
| **public** **static** **void** main(String[] args) {  Cat cat1 = **new** Cat(**"Барсик"**, **"Коричневый"**, 4);  Cat cat2 = **new** Cat(**"Мурзик"**, **"Белый"**, 5); } |

Наборы значение (Барсик, Коричневый, 4) и (Мурзик, Белый, 5) будут переданы в качестве аргументов конструктора (\_name, \_color, \_age), а конструктор запишет полученные значения в поля объект (name, color, age). То есть начальные значения полей каждого из объектов будет определяться тем, что мы передадим ему в конструкторе. Как видите, теперь нам нет необходимости обращаться напрямую к полям объектов, и мы в одну строку можем проинициализировать наш новый объект.

## Ключевое слово this

Иногда требуется, чтобы метод ссылался на вызвавший его объект. Для этой цели в Java определено ключевое слово this. Им можно пользоваться в теле любого нестатического метода для ссылки на текущий объект, т.е. объект у которого был вызван этот метод.

Очень часто ключевое слово this применяется в конструкторах класса. Представьте что поле класса называется name и аргумент конструктора тоже имеет имя name. Как в таком случае внутри тела конструктора отличить поле класса от аргумента. В этом как раз и помогает ключевое слово this. **this.name** - это ссылка на поле объекта для которого вызывается конструктор, а просто **name** ссылка на аргумент конструктора.

|  |
| --- |
| **public** **class** Cat {  **private** String name; // <- this.name указывает сюда  **private** String color;  **private** **int** age;   **public** Cat(String name, String color, **int** age) { // <- а name один из аргументов конструктора  **this**.name = name;  **this**.color = color;  **this**.age = age;  } } |

Эта версия конструктора действует точно так же, как и предыдущая. Ключевое слово this применяется в данном случае для того, чтобы отличить аргумент конструктора от поля объекта.

Для еще одного случая применения ключевого слова this давайте посмотрим на следующий код.

|  |
| --- |
| **public static void** main(String[] args) {  Cat cat1 = **new** Cat();  Cat cat2 = **new** Cat();  Cat[] cats = **new** Cat[2];  cat1.putMeInArray(cats, 0);  cat2.putMeInArray(cats, 1); } |

Допустим у нас есть несколько объектов типа Cat, и пустой массив такого же типа. Представим себе немного абстрактную задачу при которой кот должен с помощью метода putMeInArray(Cat[] cats, int arrayIndex) положить себя в ячейку массива Cat[] cats на позицию arrayIndex. Понятно что мы можем написать cats[0] = cat1 и cats[1] = cat2, но в данном случае мы хотим, чтобы коты сами себя закидывали в массив. В таком случае, реализация метода putMeInArray() будет выглядеть вот так:

|  |
| --- |
| **public class** Cat {  *// ...*  **public void** putMeInArray(Cat[] cats, **int** arrayIndex) {  cats[arrayIndex] = **this**;  }  *// ...* } |

При выполнении cat1.putMeInArray() ключевое слово **this** укажет на объект cat1, при cat2.putMeInArray() - на объект cat2. То есть this указывает на объект у которого мы вызвали метод putMeInArray().

## Перегрузка конструкторов

Наряду с перегрузкой обычных методов возможна перегрузка и конструкторов. Мы можем как не объявлять ни одного конструктора, так и объявить их несколько. Также как и при перегрузке методов, имеет значение набор аргументов, не может быть нескольких конструкторов с одним и тем же набором аргументов.

|  |
| --- |
| **public** **class** Cat {  **private** String name;  **private** String color;  **private** **int** age;   **public** Cat(String name, String color, **int** age) {  **this**.name = name;  **this**.color = color;  **this**.age = age;  }   **public** Cat(String name) {  **this**.name = name;  **this**.color = **"Неизвестно"**;  **this**.age = 1;  } } |

|  |
| --- |
| **Важно!** Как только вы создали в классе свою реализацию конструктора, конструктор по-умолчанию автоматически создаваться не будет. И если вам понадобится такая форма конструктора (в которой нет аргументов, и которая ничего не делает), необходимо будет конструктор по-умолчанию вручную.  **public** Cat() {  } |

В этом случае допустимы будут следующие варианты создания объектов:

|  |
| --- |
| **public** **static** **void** main(String[] args) {  // Cat cat1 = **new** Cat(); этот конструктор больше не работает  Cat cat2 = **new** Cat(**"Барсик"**);  Cat cat3 = **new** Cat(**"Мурзик"**, **"Белый"**, 5); } |

Соответствующий перегружаемый конструктор вызывается в зависимости от аргументов, указываемых при выполнении оператора new.

|  |
| --- |
| **Важно!** Не лишним будет напомнить что у классов **всегда** есть конструктор, даже если вы не пропишите свою реализацию конструктора. |

## 

## 

# Инкапсуляция

Инкапсуляция связывает данные с манипулирующим ими кодом и позволяет управлять доступом к членам класса из отдельных частей программы, предоставляя доступ только с помощью определенного ряда методов, что позволяет предотвратить злоупотребление этими данными.

То есть класс должен представлять собой «черный ящик», которым можно пользоваться, но его внутренний механизм защищен от повреждений.

Способ доступа к члену класса определяется модификатором доступа, присутствующим в его объявлении. Некоторые аспекты управления доступом связаны, главным образом, с наследованием и пакетами, и будут рассмотрены позднее. В Java определяются следующие модификаторы доступа: public, private и protected, а также уровень доступа, предоставляемый по умолчанию. То есть если ни один из трех модификаторов явно не указан в том месте, где ожидается модификатор, это означает, что применяется модификатор по умолчанию.

Любой **public** член класса доступен из любой части программы. Компонент, объявленный как **private**, доступен только внутри класса, в котором объявлен. Если в объявлении члена класса отсутствует явно указанный модификатор доступа (**default**), то он доступен для подклассов и других классов из данного пакета. Если же требуется, чтобы элемент был доступен за пределами его текущего пакета, но только классам, непосредственно производным от данного класса, то такой элемент должен быть объявлен как **protected**.

Модификатор доступа предшествует остальной спецификации типа члена.

|  |
| --- |
| **public** **int** num; **protected** **char** symb; **boolean** active;  **private** **void** calculate(**float** x1, **float** x2) {  *// ...* } |

Инкапсуляция говорит о том, что доступ к данным объекта должен осуществляться только через методы. Если поле экземпляра открыто для изменения напрямую присваиванием через точку, то на такое нарушение инкапсуляции должны иметься веские основания. Таким образом, для доступа к данным обычно используются методы доступа, определённые в классе этого объекта: геттеры и сеттеры. Они позволяют полностью контролировать процесс установки и получения значений

Геттер позволяет узнать содержимое поля, его тип совпадает с типом поля для которого он создан, а имя, как правило, начинается со слова get, к которому добавляется имя поля.

Сеттер используется для изменения значения поля, имеет тип void и именуется по аналогии с геттером, только get заменяется на set. Сеттер позволяет добавлять ограничения на изменение полей — в примере ниже с помощью сеттера не получится указать коту отрицательный или нулевой возраст.

|  |
| --- |
| **public** **class** Cat {  **private** String name;  **private** **int** age;   **public** **void** setAge(**int** age) {  **if** (age >= 0) {  **this**.age = age;  } **else** {  System.out.println(**"Введен некорректный возраст"**);  }  }   **public** **int** getAge() {  **return** age;  }   **public** **void** setName(String name) {  **this**.name = name;  }   **public** String getName() {  **return** name;  } } |

|  |
| --- |
| **Заметка.** Если для приватного поля создан только геттер, то вне класса это поле будет доступно только для чтения. Если ни создан ни геттер, ни сеттер, то работа с полем снаружи класса может осуществляться только косвенно, через другие методы этого класса. (Пусть в классе Cat есть поле вес, оно private и для него нет геттеров и сеттеров. Тогда мы не можем через сеттер изменить вес кота напрямую, но если мы его покормим, то кот может сам набрать вес. Мы не можем запросить вес через геттер и получить конкретное значение, но у кота может быть метод info(), который выведет в консоль нам величину, записанную в поле weight. |

Особенности всех уровней доступа в языке Java сведены в таблицу:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **private** | **Модификатор отсутствует** | **protected** | **public** |
| Один и тот же класс | + | + | + | + |
| Подкласс, производный от класса из того же самого пакета | - | + | + | + |
| Класс из того же самого пакета, не являющийся подклассом | - | + | + | + |
| Подкласс, производный от класса другого пакета | - | - | + | + |
| Класс из другого пакета, не являющийся подклассом, производный от класса данного пакета | - | - | - | + |

# Дополнительные вопросы

**Сборка «мусора».** Поскольку выделение памяти под объекты осуществляется динамически с помощью оператора new, в процессе выполнения программы необходимо периодически удалять объекты из памяти для ее очистки, иначе она может и закончиться. В Java освобождение оперативной памяти осуществляется автоматически и называется сборкой «мусора». При отсутствии любых ссылок на объект считается, что он больше не нужен, и занимаемую им память можно освободить. Во время выполнения программы сборка «мусора» выполняется с некоторой периодичностью и не будет выполняться немедленно, как только один или несколько объектов больше не используются.

**Ключевое слово static.** Иногда возникает необходимость создать поле класса, общее для всех объектов этого класса, или метод, который можно было бы использовать без необходимости создания объектов класса, в котором он прописан. Обращение к такому полю или методу должно осуществляться через имя класса. Для этого при объявлении поля или метода указывается ключевое слово static. Когда член класса объявлен как static (статический), он доступен до создания любых объектов его класса и без ссылки на конкретный объект. Наиболее распространённым примером статического члена служит метод main(). При создании объектов класса копии статических полей не создаются и все объекты этого класса используют одно и то же статическое поле.

На методы, объявленные как static, накладываются следующие ограничения:

1. Они могут непосредственно вызывать только другие статические методы.
2. Им непосредственно доступны только статические переменные.
3. Они никоим образом не могут использовать ссылки типа this или super.

Все эти пункты являются следствием того, что static метод не связан ни с одним из объектов.

# Основы наследования и полиморфизм

Одним из основополагающих принципов ООП является наследование, который позволяет создать класс (суперкласс), определяющий какие-то общие черты набора классов, а затем этот общий класс может наследоваться другими, более специализированными классами (подклассами), каждый из которых будет добавлять свои особые характеристики. Подкласс наследует члены, определённые в суперклассе, добавляя к ним собственные.

|  |
| --- |
| **Важно!** Подкласс будет наследовать члены, определённые в суперклассе, в соответствии с модификаторами доступа этих членов. Если у суперкласса будет private поле, то подкласс не унаследует это поле. |

Для реализации наследования используется ключевое слово extends в следующей форме:

|  |
| --- |
| class имя\_подкласса extends имя\_суперкласса |

Представим, что в нашем приложении нам придется работать с различными животными (считаем что они домашние), у всех этих животных должна быть кличка (name), и все они должны уметь прыгать. Если представить, что нам нужно штук 10 разных классов животных, то поле name и метод jump() надо будет в каждом из них прописывать, тем самым дублируя один и тот же код (а если одинаковых полей и методов больше?). Вместо дублирования кода, мы можем создать суперкласс Animal, в котором и описать эти общие для всех подклассов черты. После чего создавать подклассы и наследоваться от класса Animal. В приведенном ниже примере представлена только структура Animal и Cat классов, можно мысленно представить что помимо Cat у нас еще есть Dog, Hamster, и т.д.

|  |
| --- |
| **public** **class** Animal {  String name;   **public** Animal() {  }   **public** Animal(String name) {  **this**.name = name;  }   **public** **void** animalInfo() {  System.out.println(**"Животное: "** + name);  }   **public** **void** jump() {  System.out.println(**"Животное подпрыгнуло"**);  } }  **public** **class** Cat **extends** Animal {  String color;   **public** Cat(String name, String color) {  **this**.name = name;  **this**.color = color;  }   **public** **void** catInfo() {  System.out.println(**"Кот имя: "** + name + **" цвет: "** + color);  } }  **public** **class** AnimalsApp {  **public** **static** **void** main(String[] args) {  Animal animal = **new** Animal(**"Дружок"**);  Cat cat = **new** Cat(**"Барсик"**, **"Белый"**);  animal.animalInfo();  cat.animalInfo();  cat.catInfo();  } }  *// Результат:* *// Животное: Дружок* *// Животное: Барсик* *// Кот имя: Барсик цвет: Белый* |

|  |
| --- |
| **Заметка.** В приведенном примере специально оставлены конструктор по-умолчанию для класса Animal и методы animalInfo() и catInfo(). Эти части кода в дальнейшем немного оптимизируются, как только мы разберемся в соответствующих темах. |

Подкласс Cat включает в себя все члены своего суперкласса Аnimal. Именно поэтому объект cat имеет доступ к методу animalInfo(), и в методе catInfo() возможна непосредственная ссылка на переменную color, как если бы она была частью класса Cat.

В свою очередь у кота появилось такое свойство как цвет (color) и метод catInfo(), которых нет в суперклассе Animal.

Несмотря на то что класс Аnimal является суперклассом для класса Cat, он в то же время остаётся полностью независимым и самостоятельным классом. То, что один класс является суперклассом для другого, совсем не исключает возможность его самостоятельного использования.

|  |
| --- |
| **Важно!** Для каждого создаваемого класса можно указать только один суперкласс — в Java не поддерживается множественное наследование. Если суперкласс не указан явно, то класс наследуется от класса java.lang.Object (в приведенном выше примере, класс Animal является подклассом суперкласса Object) |

Более того, один подкласс может быть суперклассом другого подкласса.
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|  |
| --- |
| **Важно!** Абсолютно все классы в Java являются прямыми или косвенными наследниками класса Object (из пакета java.lang). Cat является подклассом Animal, а Animal подкласс Object, следовательно Cat тоже подкласс Object. |

## Ключевое слово super

Ключевое слово super означает обращение к суперклассу. У ключевого слова super имеются две общие формы. Первая служит для вызова конструктора суперкласса, вторая — для обращения к члену суперкласса, скрываемому членом подкласса.

Из подкласса можно вызывать конструктор, определенный в его суперклассе, используя следующую форму ключевого слова super:

|  |
| --- |
| super(список\_аргументов) |

Здесь список\_аргументов определяет аргументы, требующиеся конструктору суперкласса.

|  |
| --- |
| **Важно!** Если необходимо вызвать конструктор суперкласса через super(), то этот вызов должен быть первым оператором, выполняемым в конструкторе подкласса. Стоит отметить, что если мы этого не сделаем, то Java сама первой строкой в конструкторе подкласса будет осуществлять вызов конструктора по умолчанию из суперкласса. |

Такая конструкция позволяет заполнять даже поля суперкласса с модификатором доступа private. Например:

|  |
| --- |
| **public** **class** Animal {  **private** **int** a;  **protected** **int** z;   **public** Animal(**int** a) {  **this**.a = a;  } }  **public** **class** Cat **extends** Animal {  **private** **int** b;  **protected** **int** z;   **public** Cat(**int** a, **int** b) {  **super**(a); *// первым делом вызываем конструктор Animal*  **this**.b = b;  }   **public** **void** test() {  z = 10; *// Обращение к полю z класса Cat*  **super**.z = 20; *// Обращение к полю z класса Animal*  } }  **public** **class** BombeyCat **extends** Cat {  **private** **int** c;   **public** BombeyCat(**int** a, **int** b, **int** c) {  **super**(a, b); *// первым делом вызываем конструктор Cat*  **this**.c = c;  } } |

Вторая форма применения ключевого слова super действует подобно ключевому слову this, за исключением того, что ссылка указывает на суперкласс. Вторая форма наиболее пригодна в тех случаях, когда имена членов подкласса скрывают члены суперкласса с такими же именами, в примере выше поле z класса Cat скрывает поле z суперкласса, поэтому для доступа к полю суперкласса используется запись super.z. То же справедливо и для методов.

|  |
| --- |
| **Важно!** Если вы только начинаете программировать, то КРАЙНЕ НЕ РЕКОМЕНДУЕТСЯ объявлять поля с одинаковыми именами в суперклассе и его подклассах, потому как очень легко будет запутаться с каким из полей вы работаете. Такое объявление переменных имеет только если вы без этого никак не можете обойтись, и абсолютно четко понимаете что делаете. |

### Порядок вызова конструкторов

При вызове конструктора BombeyCat будут по цепочке вызваны конструкторы родительских классов, начиная с самого первого класса.

|  |
| --- |
| BombeyCat bombeyCat = **new** BombeyCat(); *// Animal() => Cat() => BombeyCat()* |

Конструкторы вызываются в порядке наследования, поскольку суперклассу ничего неизвестно о своих подклассах, и поэтому любая инициализация должна быть выполнена в нём совершенно независимо от любой инициализации, выполняемой подклассом. Следовательно, она должна выполняться в первую очередь.

## Переопределение методов

Если у супер- и подкласса совпадают сигнатуры методов, то говорят, что метод из подкласса переопределяет метод из суперкласса. Когда переопределённый метод вызывается из своего подкласса, он всегда ссылается на свой вариант, определённый в подклассе. А вариант метода, определённого в суперклассе, будет скрыт.

Пусть любое животное в нашем приложении должно уметь подавать голос, по-умолчанию при вызове метода voice() мы будем видеть стандартное сообщение, что животное издало какой-то звук. Для тех же классов, которые издают вполне конкретные звуки, мы можем переопределить метод voice(), и например, конкретизировать что Cat именно мяукает, а не что-то еще делает.

|  |
| --- |
| **public** **class** Animal {  **void** voice() {  System.out.println(**"Животное издало какой-то звук"**);  } } **public** **class** Dog **extends** Animal { }  **public** **class** Cat **extends** Animal {  @Override  **void** voice() {  System.out.println(**"Кот мяукнул"**);  } }  **public** **class** AnimalsApp {  **public** **static** **void** main(String[] args) {  Animal animal = **new** Animal();  Cat cat = **new** Cat();  Dog dog = **new** Dog();  animal.voice();  cat.voice();  dog.voice();  } }  *// Результат: // Животное издало звук // Кот мяукнул // Животное издало звук* |

Когда метод voice() вызывает объект типа Cat, выбирается вариант этого метода, определённый в классе Cat. У объекта же класса Dog своей реализации метода voice() не было, поэтому dog выполнил вариант метода voice(), который описан в суперклассе Animal.

|  |
| --- |
| **Важно!** Над методами подклассов, переопределяющими методы суперклассов, можно ставить аннотацию *@Override*, но она не является обязательной. Она всего лишь проверит, действительно ли в родительском классе есть такой метод, который вы собрались переопределять. |

Если при переопределении метода необходим функционал из этого метода суперкласса, то можно использовать конструкцию *super.method()*. Пример и результат использования:

|  |
| --- |
| **public** **class** Cat **extends** Animal {  @Override  **public** **void** voice() {  **super**.voice(); *// вызываем метод voice() суперкласса*  System.out.println(**"Кот мяукнул"**);  } }  **public** **class** CatsApp {  **public** **static** **void** main(String[] args) {  Cat cat = **new** Cat();  cat.voice();  } }  *// Результат:* *// Животное издало звук* *// Кот мяукнул* |

|  |
| --- |
| **Важно!** Переопределение методов выполняется только в том случае, если имя, список аргументов и возвращаемый тип обоих методов одинаковы. В противном случае оба метода считаются перегруженными.  Переопределенные методы позволяют поддерживать в Java полиморфизм во время выполнения, он позволяет определить в общем классе методы, которые станут общими для всех производных от него классов, а в подклассах — конкретные реализации некоторых или всех этих методов. |

При работе с суперклассами и подклассами существует возможность создать ссылку на суперкласс и записать в нее объект подкласса.

|  |
| --- |
| **public** **class** DemoApp {  **public** **static** **void** main(String[] args) {  Animal animal = **new** Cat();  animal.voice();  **if** (animal **instanceof** Cat) {  ((Cat)animal).methodFromCatClass();  System.out.println(**"В animal действительно лежит кот"**);  }   } } |

Несмотря на то, что объект типа Cat лежит переменной типа Animal, реализацию метода voice() он будет брать именно ту, которая ближе к нему, то есть описанная в классе Cat. При обращении к объекту типа Cat через ссылку на Animal мы будем видеть только те методы и поля, которые предоставляет нам класс Animal.

Если же у нас в классе Cat есть некий метод methodFromCatClass() и мы захотим его все же выполнить через переменную animal, необходимо явно указать класс с которым мы работаем: ((Cat)animal). Это называется casting, в русском языке прижился глагол "закастить". После чего мы сможем пользоваться методами и полями из класса Cat.

Если в animal будет лежать ссылка не на объект типа Cat и вы используется запись вида ((Cat)animal), это операция приведет к ошибке в работе программы (исключению ClassCastException). Чтобы избежать такой ошибки можно воспользоваться оператором instanceof, который проверяет принадлежность объекта к какому-либо классу.

# Класс Object

Абсолютно все классы в Java наследуются от класса **java.lang.Object**. Особое внимание необходимо уделить нескольким методам этого класса: equals(), hashCode() и toString().

Начнем с самого простого - метода **toString()**, который предназначен для преобразования любого объекта в текстовый вид. Допустим мы создали объект класса Cat и передаем его в качестве аргумента методу System.out.println(), что же мы увидим в консоли?

|  |
| --- |
| **public class** Cat {  **private** String name;   **public** Cat(String name) {  **this**.name = name;  }   **public static void** main(String[] args) {  Cat cat = new Cat("Барсик");  System.out.println(cat);  } }  // Результат:  // Cat@1b6d3586 |

Получился какой-то набор символов. Если присмотреться, то мы видим что вместо объекта отпечаталось имя класса, символ @, и потом последовательность Cat@1b6d3586. Откуда все это берется? По-умолчанию у объекта cat срабатывает метод toString(), доставшийся ему по наследованию от класса Object, и полученная строка печатается в консоль. Если заглянуть в класс Object, то увидим следующее:

|  |
| --- |
| public class Object {  *// ...*  public String toString() {  return getClass().getName() + "@" + Integer.toHexString(hashCode());  }  *// ...* } |

Из этого куска кода видно, что при распечатке объекта, печатается имя его класса, символ @, и хэш-код в шестнадцатеричном представлении (что такое хэш-код скажем чуть-чуть позднее). Если мы хотим, чтобы печаталось что-то более осмысленное, то можем переопределить этот метод.

|  |
| --- |
| **public** **class** Cat {  **private** String name;   **public** Cat(String name) {  **this**.name = name;  }   @Override  **public** String toString() {  **return** **"Cat: "** + name;  }   **public** **static** **void** main(String[] args) {  Cat cat = **new** Cat(**"Барсик"**);  System.out.println(cat);  } }  *// Результат:* *// Cat: Барсик* |

Итак, метод toString() объясняет Java как мы хотим представлять объекты наших классов в текстовом виде.

Следующим важным методом является **hashCode()**. Его практическое применение вы встретите при работе с коллекциями (HashSet, LinkedHashSet, HashMap и др.), пока только посмотрим за что он отвечает, и как его можно переопределять. Метод hashCode() возвращает число типа int, в зависимости от содержимого объекта.

|  |
| --- |
| **public** **class** Object {  *// ...*  **public** **native** **int** hashCode();  *// ...* } |

Мы не сможем посмотреть стандартную Java реализацию этого метода, так как он написан в нативном виде. Если в процессе работы программы у одного и того же объекта (при условии что он не меняет свое состояние) вызывать hashCode(), этот метод должен возвращать одно и то же значение. При этом между запусками программы, hashCode у одного и того же объекта не обязательно будет постоянным (при использовании стандартной реализации).

Давайте попробуем переопределить метод hashCode() в нашем классе Cat.

|  |
| --- |
| public class Cat {  private String name;  private int age;   public Cat(String name) {  this.name = name;  }   @Override  public String toString() {  return "Cat: " + name;  }   @Override  public int hashCode() {  return name.hashCode() + age \* 71;  }   public static void main(String[] args) {  Cat cat = new Cat("Барсик");  System.out.println(cat);  } } |

Теперь хэш-код объектов типа Cat, будет зависеть от имени и возраста кота.

Третий важный метод, о котором необходимо сказать, это конечно же **equals()**. Вы должны помнить, что для сравнения объектов вместо == необходимо использовать метод equals(). Но тут возникает вопрос, если мы написали свой собственный класс (Cat), то откуда Java узнает как сравнивать объекты этого класса, ответ - никак. Метод equals() в классе Object, по-умолчанию сравнивает пару объектов просто через оператор ==. Поэтому необходимо переопределять этот метод в наших классах.

|  |
| --- |
| public class Cat {  private String name;  private int age;   public Cat(String name, int age) {  this.name = name;  this.age = age;  }   @Override  public String toString() {  return "Cat: " + name;  }   @Override  public boolean equals(Object o) {  if (this == o) {  return true;  }  if (o == null || getClass() != o.getClass()) {  return false;  }  Cat another = (Cat)o;  return this.age == another.age && this.name.equals(another.name);  }   @Override  public int hashCode() {  return name.hashCode() + age \* 71;  }   public static void main(String[] args) {  Cat cat1 = new Cat("Барсик", 5);  Cat cat2 = new Cat("Барсик", 5);  System.out.println(cat1.equals(cat2));  } } |

Результатом сравнения cat1 и cat2 будет теперь конечно же true. Итак, что же написано в методе equals()? Первым условием мы проверяем и не сравниваем ли мы объект самого с собой? (например, cat1.equals(cat1)). В таком случае, конечно же такие объекты равны. Второе условие проверяет, что объект, переданный в качестве аргумента существует и является объектом типа Cat, в противном случае говорим что сравнивать бесполезно, и возвращаем false. Если же мы дошли до return, то нам осталось только указать по значениям каких полей мы хотим проводить сравнение двух котов. В данном случае это поля name и age. Если их значения равны, значит и оба кота равны между собой. Вот теперь Java знает каким образом ей сравнивать объекты “нашего” класса Cat.

|  |
| --- |
| **Важно!** При переопределении методов hashCode() и equals() необходимо обязательно придерживаться следующего:   * Если объекты равны через метод equals(), то их hashCode() **обязательно** должны быть равны; * Если объекты не равны по equals(), то **желательно** чтобы их hashCode() отличались, но этого не всегда удается достичь (так как hashCode() возвращает не уникальное число) |

# Абстрактные классы и методы

Иногда суперкласс требуется определить таким образом, чтобы объявить в нём структуру заданной абстракции, не предоставляя полную реализацию каждого метода. Например, определение метода voice() в классе Animal служит лишь в качестве шаблона, поскольку все животные издают разные звуки, а значит нет возможности прописать хоть какую-то реализацию этого метода в классе Animal. Для этой цели служит абстрактный метод (с модификатором **abstract**). Иногда они называются методами под ответственностью подкласса, поскольку в суперклассе для них никакой реализации не предусмотрено, и они обязательно должны быть переопределены в подклассе.

|  |
| --- |
| **abstract** **void** voice(); |

При указании ключевого слова abstract в объявлении метода, тело метода будет отсутствовать. Класс, содержащий хоть один абстрактный метод, должен быть объявлен как абстрактный (в объявлении класса также добавляется ключевое слово abstract).

Нельзя создавать объекты абстрактного класса, поскольку он определён не полностью. Кроме того, нельзя объявлять абстрактные конструкторы или абстрактные статические методы. Любой подкласс, производный от абстрактного класса, обязан реализовать все абстрактные методы из своего суперкласса (при условии что подкласс сам не является абстрактным). При этом абстрактный класс вполне может содержать конкретные реализации методов. Пример:

|  |
| --- |
| **public** **abstract** **class** Animal {  **public** **abstract** **void** voice();   **public** **void** jump() {  System.out.println(**"Животное подпрыгнуло"**);  } }  **public** **class** Cat **extends** Animal {  @Override  **public** **void** voice() {  System.out.println(**"Кот мяукнул"**);  } } |

|  |
| --- |
| **Важно! Что нужно помнить об абстрактных классах:**   * Нельзя создать объект абстрактного класса; * В абстрактном классе могут быть конкретные реализации методов; * Если в классе объявлен хоть один абстрактный метод, сам класс должен быть объявлен абстрактным; |

Несмотря на то, что абстрактные классы не позволяют получать экземпляры объектов, их всё же можно применять для создания ссылок на объекты подклассов.

|  |
| --- |
| Animal a = **new** Cat(); |

## Ключевое слово final в сочетании с наследованием

Существует несколько способов использования ключевого слова final:

**Первый способ**: создание именованной константы.

|  |
| --- |
| **final** **int** MONTHS\_COUNT = 12; *// final в объявлении поля или переменной* |

**Второй способ**: предотвращение переопределения методов: подклассы не имеют возможности переопределять final метод

|  |
| --- |
| **public** **final** **void** run() { *// final в объявлении метода*  } |

**Третий способ:** запрет наследования от текущего класса.

|  |
| --- |
| **public** **final** **class** A { *// final в объявлении класса*  }  *// public class B extends A { // Ошибка, класс A не может иметь подклассы* *// }* |

# Интерфейсы

С помощью ключевого слова interface можно полностью абстрагировать интерфейс класса от его реализации, то есть указать, **что** именно должен выполнять класс, но не **как** это делать. Синтаксически интерфейсы аналогичны классам, но не содержат переменные экземпляра, а объявления их методов, как правило, не содержат тело метода. Каждый интерфейс может быть реализован любым количеством классов. Кроме того, один класс может реализовать любое количество интерфейсов. Чтобы реализовать интерфейс, в классе должен быть переопределён весь набор методов интерфейса.

## Объявление интерфейса

Определение интерфейса подобно определению класса.

|  |
| --- |
| Модификатор\_доступа interface имя\_интерфейса {  возвращаемый\_тип имя\_метода1(список\_аргументов);  возвращаемый\_тип имя\_метода2(список\_аргументов);  тип имя\_переменной1 = значение;  тип имя\_переменной2 = значение;  } |

Методы интерфейса имеют модификаторы public и abstract (даже если вы это явно не указали). Каждый класс, реализующий интерфейс, должен переопределить (реализовать) все его методы. В интерфейсах могут быть объявлены поля, они неявно будут иметь модификаторы public static final, и обязательно должны быть инициализированы. Ниже приведён пример объявления интерфейса.

|  |
| --- |
| public interface Callback {  void callback(int param); } |

## Реализация интерфейсов

Интерфейс может быть реализован в одном или нескольких классах, для этого в объявлении класса необходимо добавить ключевое слово implements (как показано ниже), а затем переопределить методы интерфейса. Поскольку реализация интерфейса происходит с помощью ключевого слова implements, этот процесс получил название “имплементировать”.

|  |
| --- |
| Модификатор\_доступа class имя\_класса [extend суперкласс] [implements имя\_интерфейса, ...] { } |

Если в классе имплементируется больше одного интерфейса, имена интерфейсов разделяются запятыми. Если в классе реализуются два интерфейса, в которых объявлен один и тот же метод, то этот метод прописывается в самом классе только один раз. Рассмотрим небольшой пример класса, где реализуется приведенный ранее интерфейс Callback.

|  |
| --- |
| public class Client implements Callback {  // имплементация метода callback() интерфейса Callback  public void callback(int param) {  System.out.println("param: " + param);  }  // метод самого класса  public void info() {   System.out.println("Client Info");  } } |

## Доступ к реализациям через ссылки на интерфейсы

По аналогии с тем, что ссылку на объект подкласса можно записать в ссылку на суперкласс (Animal a = new Cat(...)), можно сделать и ссылку на объект любого класса, который реализует указанный интерфейс (Flyable f = new Bird(...); где class Bird implements Flyable). При вызове метода по одной из таких ссылок нужный вариант будет выбираться в зависимости от конкретного экземпляра интерфейса, на который делается ссылка.

|  |
| --- |
| public interface Callback {  void callback(int param); } public class ClientOne implements Callback {  public void callback(int param) {  System.*out*.println("ClientOne param: " + param);  } } public class ClientTwo implements Callback {  public void callback(int param) {  System.*out*.println("ClientTwo param: " + param);  } } public class TestClass {  public static void main(String[] args) {  Callback c1 = new ClientOne();  Callback c2 = new ClientTwo();  c1.callback(1);  c2.callback(2);  } }  **Результат:**  ClientOne param: 1  ClientTwo param: 2 |

Вызываемый вариант метода callback() выбирается в зависимости от класса объекта, на который переменные с1, c2 ссылаются во время выполнения.

# Перечисления

В простейшей форме *перечисление* — это список именованных однотипных констант, определяющих новый тип данных, в объектах которого могут храниться только значения из этого списка. В качестве примера можно привести названия дней недели или месяцев в году — все они являются перечислениями.

Для создания перечислений используется ключевое слово **enum**.

|  |
| --- |
| **public enum** Fruit {  *ORANGE*, *APPLE*, *BANANA*, *CHERRY* } |

Идентификаторы ORANGE, APPLE и т.д. — *константы перечисления,*каждая из которых неявно объявлена как public и static член перечисления Fruit. Типом этих констант является тип перечисления (в данном случае Fruit).

Определив перечисление, можно создавать переменные этого типа, подобно созданию переменных примитивных типов, то есть без использования оператора new.

|  |
| --- |
| **public** **static** **void** main(String[] args) {  Fruit fruit = Fruit.APPLE;  System.out.println(fruit);  **if** (fruit == Fruit.APPLE) {  System.out.println(**"fruit действительно является яблоком"**);  }  **switch** (fruit ) {  **case** APPLE:  System.out.println(**"fruit - яблоко"**);  **break**;  **case** ORANGE:  System.out.println(**"fruit - апельсин"**);  **break**;  **case** CHERRY:  System.out.println(**"fruit - вишня"**);  **break**;  } }  *// Результат:* *// APPLE* *// fruit действительно является яблоком* *// fruit - яблоко* |

Поскольку переменная fruit относится к типу Fruit, ей можно присваивать только те значения, которые определены для данного типа.

Для проверки равенства констант перечислимого типа используется операция сравнения ==. Перечисления можно использовать в качестве селектора в блоке switch, при этом используются простые имена констант (APPLE), а не уточненные (Fruit.APPLE).

При отображении константы перечислимого типа, например, с помощью метода System.out.println(), выводится её имя. Как правило, имена констант в перечислении Fruit указываются прописными (заглавными) буквами, поскольку они обычно играют ту же роль, что и final переменные, которые традиционно обозначаются прописными буквами.

В Java перечисления реализованы как типы классов, и отличаются от обычных классов отсутствием необходимости использовать оператор new, и тем, что enum не могут выступать в роли супер- и подклассов*.*

Во всех перечислениях присутствуют методы: values() — возвращает массив, содержащий список констант, и valueOf(String str) — константу перечисления, значение которой соответствует строке аргументу str. Пример использования этих методов:

|  |
| --- |
| **public** **static** **void** main(String[] args) {  System.out.println(**"Все элементы перечисления:"**);  **for**(Fruit fruit : Fruit.values()) {  System.out.println(fruit);  }  System.out.println(**"Поиск по названию: "** + Fruit.valueOf(**"BANANA"**)); }  *// Результат:* *// Все элементы перечисления:* *// ORANGE* *// APPLE* *// BANANA* *// CHERRY* *// Поиск по названию: BANANA* |

### 

### Конструкторы, методы, переменные экземпляра и перечисления

В перечислении каждая константа является объектом класса данного перечисления. Таким образом, перечисление может иметь конструкторы, методы и переменные экземпляра. Если определить для объекта перечислимого типа конструктор, он будет вызываться всякий раз при создании константы перечисления. Для каждой константы перечисляемого типа можно вызвать любой метод, определённый в перечислении. Кроме того, у каждой константы перечисляемого типа имеется собственная копия любой переменной экземпляра, определённой в перечислении. Ниже приведён пример перечисления Fruit, к которому было добавлено название фрукта на русском языке и вес в условных единицах.

|  |
| --- |
| **public** **enum** Fruit {  ORANGE(**"Апельсин"**, 3), APPLE(**"Яблоко"**, 3), BANANA(**"Банан"**, 2), CHERRY(**"Вишня"**, 1);  **private** String russianTitle;  **private** **int** weight;   **public** String getRussianTitle() {  **return** russianTitle;  }   **public** **int** getWeight() {  **return** weight;  }   Fruit(String russianTitle, **int** weight) {  **this**.russianTitle = russianTitle;  **this**.weight = weight;  } }  **public** **class** Main {  **public** **static** **void** main(String[] args) {  **for**(Fruit fruit : Fruit.values()) {  System.out.printf(**"Средний вес фрукта %s составляет: %d ед.\n"**, fruit.getRussianTitle(), fruit.getWeight());  }  } }  *// Результат:* *// Средний вес фрукта Апельсин составляет: 3 ед.* *// Средний вес фрукта Яблоко составляет: 3 ед.* *// Средний вес фрукта Банан составляет: 2 ед.* *// Средний вес фрукта Вишня составляет: 1 ед.* |

Итак, перечисление Fruit претерпело ряд изменений. Во-первых, появились две переменные экземпляра russianTitle — название фрукта на русском и weight — средний вес фрукта в условных единицах. Во-вторых, добавлен конструктор, заполняющий поля. В-третьих, добавлены геттеры. И в-четвертых, список констант перечислимого типа стал завершаться точкой с запятой, которая требуется в том случае, если класс перечисления содержит наряду с константами и другие члены.

# Внутренние и вложенные классы

Существует возможность определять один класс в другом классе, в таком случае он будет называться вложенными, и область его действия будет ограничена областью действия внешнего класса. Так, если класс В определён в кассе А, то класс B не может существовать независимо от класса А. Вложенный класс имеет доступ к членам (в том числе закрытым) того класса, в который он вложен. Но внешний класс не имеет доступа к членам вложенного класса. Вложенный класс, объявленный непосредственно в области действия своего внешнего класса, считается его членом. Классы, объявленные внутри кодовых блоков, называются локальными.

Существуют два типа вложенных классов: статический и нестатический.

Статическим называется такой вложенный класс, который объявлен с модификатором statiс, поэтому он должен обращаться к нестатическим членам своего внешнего класса посредством объекта. Это означает, что вложенный статический класс не может непосредственно ссылаться на нестатические члены своего внешнего класса.

Внутренний класс — это нестатический вложенный класс. Он имеет доступ ко всем переменным и методам своего внешнего класса и может непосредственно ссылаться на них таким же образом, как это делают остальные нестатические члены внешнего класса. Ниже приведён пример работы с внутренним классом.

|  |
| --- |
| **public** **class** Outer {  **class** Inner {  **private** **int** innerVar;  **public** Inner(**int** innerVar) {  **this**.innerVar = innerVar;  }  **void** innerTest() {  System.out.println(**"innerVar: "** + innerVar);  System.out.println(**"outerVar: "** + outerVar);  }  }   **private** **int** outerVar;   **public** Outer(**int** outerVar) {  **this**.outerVar = outerVar;  }    **public** **void** outerTest() {  System.out.println(**"outerVar: "** + outerVar);  *// System.out.println("innerVar: " + innerVar); тут ошибка*  Inner io = **new** Inner(20);  System.out.println(**"io.innerVar = "** + io.innerVar);  } } |

# 

# Практическое задание

1. Создайте три класса Человек, Кот, Робот, которые не наследуются от одного класса. Эти классы должны уметь бегать и прыгать (методы просто выводят информацию о действии в консоль).
2. Создайте два класса: беговая дорожка и стена, при прохождении через которые, участники должны выполнять соответствующие действия (бежать или прыгать), результат выполнения печатаем в консоль (успешно пробежал, не смог пробежать и т.д.).
3. Создайте два массива: с участниками и препятствиями, и заставьте всех участников пройти этот набор препятствий.
4. \* У препятствий есть длина (для дорожки) или высота (для стены), а участников ограничения на бег и прыжки. Если участник не смог пройти одно из препятствий, то дальше по списку он препятствий не идет.
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